
INTRODUCTION

Purpose

The purpose of the "Where Is My Bus" system is to provide real-time bus
tracking and updates to commuters, enabling them to plan their journeys more
efficiently and reduce uncertainty. The system will allow users to track buses on
their routes, view estimated arrival times, and receive alerts for delays or
changes in schedules. This service aims to improve the commuting experience,
enhance public transportation reliability, and promote the use of eco-friendly
transport options.

Scope

The "Where Is My Bus" system will cover the following:

Real-time bus location tracking.

Estimated arrival times for buses at various stops.

Notifications for bus delays or schedule changes.

Integration with bus system APIs to retrieve live data.

User-friendly mobile app (iOS/Android) and web interface for commuters.

Basic route information and maps.

Limitations:

The system will initially focus on urban areas with available real-time bus data.
It will not support non-bus transportation modes (e.g., trains, taxis).

It will only integrate with bus services that provide publicly accessible real-time
data via APIs.

The system may require a stable internet connection for real-time tracking and
updates.

Definitions, Acronyms, and Abbreviations



API: Application Programming Interface, a set of protocols for building and
interacting with software applications.

GPS: Global Positioning System, used for tracking the real-time location of
buses.

Real-time Data: Information that is provided immediately as it is generated or
received, such as bus locations or estimated arrival times.

Commuters: People who use public transportation regularly for their daily
travel.

UI: User Interface, the means by which a user interacts with the application.

References

Public Transport API documentation (e.g., local bus transit data APIs).

“Smart City Transportation Systems” - Research paper on integrating real-time
data for urban transportation (if applicable).

Accessibility guidelines (WCAG) for mobile and web app design.

Local government regulations on public transportation systems and data usage.



2. OVERALL DESCRIPTION

Product Perspective

The "Where Is My Bus" system is designed to integrate with public
transportation systems, leveraging real-time data from buses and transit
authorities. It operates as a mobile and web application that connects commuters
to bus locations, schedules, and updates. The system relies on APIs to fetch live
GPS data from buses and transit authorities, providing users with accurate,
up-to-date information. Additionally, the app’s interface will connect to backend
services for real-time data processing and user notifications. The system will be
hosted on cloud infrastructure for scalability and performance.

Product Functions

The main functions of the system include:

Real-Time Bus Tracking: Users can view the current location of buses on a
map and track their movements.

Estimated Arrival Times: The system will calculate and display the estimated
time of arrival for buses at different stops.

Route Information: Commuters can view the full route map, including all bus
stops, to help plan their trips.

Delay Notifications: Users will receive alerts in case of delays or schedule
changes to inform them about potential disruptions.

Route Optimization: Based on live data, users can be suggested alternative
routes if a bus is delayed or unavailable.

Interactive Maps: A user-friendly map interface that allows users to easily
navigate and track buses.

User Profile: Users can save favorite routes and bus stops for quick access.

User Characteristics

The target users for this system include:



Commuters: People who rely on public transportation, including students,
workers, and residents, ranging in age and technical proficiency.

Transit Authorities: Bus operators or city transit departments who will provide
the real-time data feed.

Tourists/Newcomers: People visiting a city who need to understand local
transit systems quickly and efficiently.

People with Disabilities: Users requiring accessible transportation information
and features such as voice commands or larger text sizes.

Tech-Savvy Commuters: People who frequently use smartphones and expect
an easy-to-navigate app with minimal learning curves.

Constraints

Budget: Development and operational costs for real-time data integration,
maintenance, and cloud hosting might constrain the project scope.

Technology Stack: The system must be built on widely supported platforms
like iOS, Android, and Web, with compatibility across various devices and
browsers.

Real-Time Data Availability: The system relies on accurate and up-to-date
data from bus services. If transit authorities do not provide real-time data, the
system may not function optimally.

Data Privacy Regulations: The app must comply with privacy laws (e.g.,
GDPR, CCPA) to protect user data, especially when storing location
information.

Network Availability: The system requires internet access for real-time
tracking, which could be a limitation in areas with poor connectivity.

Assumptions and Dependencies

Availability of GPS Data: The system assumes that buses will be equipped
with GPS devices or transmitters, and that local transportation agencies will
provide this data.



Third-Party APIs: The app relies on third-party services for map data (e.g.,
Google Maps, OpenStreetMap) and real-time bus data APIs.

User Connectivity: It is assumed that users have access to smartphones and
reliable internet connections to utilize the app’s features.

Transit Data Updates: The app depends on the consistent updating of transit
schedules and real-time data feeds, requiring cooperation from transit
authorities to ensure the system’s reliability.

Legal Compliance: The system must adhere to local legal requirements for
public transportation data sharing and data protection laws.



3. SYSTEM FEATURES

Here are the system features for the "Where Is My Bus" application:

1. Real-Time Bus Tracking

Description: This feature allows users to track the current location of buses on
their designated routes in real time using GPS data. The map interface will
display bus locations dynamically, updating as the buses move.

Functional Requirements:

Integrate with bus GPS data via API to fetch real-time location.

Display bus locations on a map with accurate positioning.

Update bus locations periodically (e.g., every 30 seconds).

Show bus routes and stops on the map for easier navigation.

Allow zooming in/out on the map to see bus locations in detail.

2. Estimated Arrival Time (ETA)

Description: The ETA feature provides users with the estimated time a bus will
arrive at a specific stop based on real-time tracking data and historical data (if
available).

Functional Requirements:

Calculate and display the estimated arrival time for each bus at selected stops.

Use live location data to adjust ETAs dynamically based on current bus speed
and traffic conditions.

Display ETAs on both the bus map and a list view of stops.

Provide notifications when buses are approaching a user’s selected stop.



3. Route Information

Description: Users can view the full route map of a bus, including all stops
along its route, to plan their journey efficiently.

Functional Requirements:

Display a route map for each bus line with all stops marked.

Allow users to select their current location and destination to see the relevant
route.

Show detailed information about each bus stop (e.g., stop name, arrival times).

Offer an alternative route suggestion if the user’s selected bus is delayed or
unavailable.

4. Delay and Disruption Notifications

Description: This feature sends push notifications to users about any delays,
schedule changes, or service disruptions for their chosen bus routes.

Functional Requirements:

Integrate with the transit system’s service updates to receive real-time
information about delays or changes.

Send push notifications to users when delays are detected or if buses are running
off schedule.

Allow users to customize which notifications they want to receive (e.g., delays,
cancellations).

Provide the option to share alerts on social media platforms for wider
communication.

5. Interactive Map



Description: The interactive map feature allows users to visually explore bus
routes, stops, and live locations of buses.

Functional Requirements:

Display interactive maps using services like Google Maps or OpenStreetMap.

Pinpoint current bus locations, route paths, and bus stops.

Enable user interactions like zooming, panning, and clicking on bus stops for
detailed information.

Allow users to filter routes based on bus line, location, or destination.

6. User Profile and Favorites

Description: Users can create a profile to store their favorite bus routes, stops,
and preferences for easier access.

Functional Requirements:

Allow users to register and log in to personalize their experience.

Enable users to save favorite bus stops and routes for quick access.

Allow users to set preferences, such as receiving notifications for specific routes
or stops.

Store user data securely with proper encryption and privacy measures.

7. Route Optimization and Alternative Suggestions

Description: The system provides route optimization and suggests alternative
routes if a bus is delayed, canceled, or if users are seeking faster routes.

Functional Requirements:

Use real-time tracking data to assess delays and suggest alternative routes.



Display multiple route options, considering different variables like traffic,
delays, and user preferences.

Notify users if the selected bus is significantly delayed, with suggestions for
alternative buses or routes.



4. EXTERNAL INTERFACE REQUIREMENTS

This section outlines the external interfaces the system will interact with,
including user, hardware, software, and communication interfaces.

1. User Interfaces

The user interface (UI) will provide an intuitive and user-friendly experience for
commuters. The design must ensure ease of use, responsiveness, and
accessibility.

Screen Layouts and Flow:

Home Screen: Display a map with bus locations, routes, and stops. Users can
input their current location or select favorite bus routes.

Bus Tracking Screen: Show real-time bus positions on the map, with estimated
arrival times at different stops. Users can click on buses or stops for more
details.

Route and Stop Information: Display bus route information and schedules,
allowing users to filter based on their preferences (e.g., nearby stops or specific
routes).

Notifications Screen: Alert users about delays, disruptions, or cancellations
with easy-to-read push notifications.

Settings Screen: Allow users to set preferences for notifications, save favorite
routes and bus stops, and adjust map settings.

Design Considerations:

Mobile Compatibility: Ensure the interface is optimized for mobile devices
(iOS and Android), with touch-friendly controls and minimal text.

Accessibility: Provide accessibility features like high-contrast mode, text
resizing, and voice integration for users with disabilities.



Responsive Design: The interface should adapt to various screen sizes,
including smartphones, tablets, and desktops.

Localization: Offer multi-language support to cater to users from different
regions.

2. Hardware Interfaces

The system will interface with specific hardware components to provide
real-time bus tracking data:

GPS Units on Buses:

Buses must be equipped with GPS tracking devices to transmit location data.
These GPS units will provide real-time bus coordinates, which the system will
use to track bus movements on the map.

The GPS devices will communicate the bus location to the backend server at
regular intervals (e.g., every 30 seconds).

User Devices:

The system will be accessed via smartphones (iOS/Android) and computers
(web browsers). The devices should have internet connectivity (Wi-Fi or
cellular) to interact with the app or website in real-time.

3. Software Interfaces

The system will interact with several external software components to function
smoothly:

Real-Time Tracking API:

The system will integrate with public transportation APIs provided by transit
authorities for real-time bus tracking data. These APIs provide bus location,
routes, schedules, and delays.

Example: The system may use Google Maps API or a similar service to display
real-time bus locations and optimize routes.



Map Services:

The app will interface with mapping services like Google Maps or
OpenStreetMap to display the locations of buses, routes, and stops on
interactive maps.

These services will also be used for providing users with directions to the
nearest bus stop.

Push Notification Service:

A third-party service, such as Firebase Cloud Messaging (FCM), will be used
to send push notifications to users regarding delays, disruptions, or other
updates.

This will enable real-time alerts to be pushed to users' devices for timely
updates.

4. Communication Interfaces

The system will use specific communication protocols to transfer data between
components:

REST API:

The system will utilize REST APIs for communication between the front-end
(mobile/web app) and back-end servers. REST APIs will be used to fetch
real-time bus data, user preferences, and notification settings.

Example API calls:

GET /buses/location: Fetch real-time bus locations.

GET /routes/{route_id}: Fetch information on a specific bus route.

POST /notifications: Send delay notifications to users.

WebSockets:

For real-time communication, the system will use WebSockets to maintain a
persistent connection between the app and the backend server. This will allow



for continuous data streaming, such as live bus location updates, ETA changes,
and real-time notifications about delays.

JSON Data Format:

Data exchanged between the client (app) and server will be in JSON format,
allowing easy parsing of information like bus locations, schedules, and
notifications.



5. SYSTEM ATTRIBUTES

System attributes describe the non-functional requirements and characteristics
that the system should possess in order to deliver a high-quality user experience
and operate efficiently. These include performance, security, reliability,
scalability, and maintainability.

1. Performance Requirements

Response Time: The system should respond to user requests (e.g., fetching bus
locations or route details) within 2-3 seconds under normal load conditions.

Throughput: The system should be able to handle at least 100,000 concurrent
users during peak hours, providing real-time tracking data and updates without
significant delays.

Load Time: The map and bus tracking data should load within 5 seconds, even
under high data traffic conditions.

Real-Time Updates: Bus locations and estimated arrival times should update
every 30 seconds for accurate tracking.

2. Security Requirements

Data Encryption: All sensitive user data (e.g., location, preferences) should be
encrypted using AES-256 encryption standards both in transit and at rest.

User Authentication: Implement secure authentication mechanisms (e.g.,
OAuth, JWT) for users to log in and manage their profiles.

Secure APIs: APIs used to interact with external services (e.g., bus tracking
API, notification services) should be secured using HTTPS and proper API
keys to prevent unauthorized access.

Privacy Protection: The system must comply with data privacy regulations
(e.g., GDPR, CCPA) to ensure user data is handled responsibly and only used
for the intended purpose.



3. Reliability

Uptime: The system should maintain a 99.9% uptime to ensure users can
access bus tracking and notifications reliably. Any downtime should be limited
to scheduled maintenance windows.

Fault Tolerance: In case of failure, the system should have redundant backup
mechanisms in place (e.g., database replication, load balancing) to ensure it
remains operational with minimal disruption.

Error Handling: The system should gracefully handle errors, such as API
timeouts or data inconsistencies, with clear messaging and fallback solutions.

4. Scalability

User Growth: The system should be designed to scale horizontally, handling
increased user load and data volume by adding more servers or resources
without affecting performance.

Data Volume: The system should be capable of managing increased amounts of
bus data (e.g., tracking data, route information) as the system expands to new
cities or additional bus routes.

Geographic Expansion: The system should be easily adaptable to new
locations and bus networks, with minimal effort required to add new routes or
support additional users in different regions.

5. Maintainability

Modular Architecture: The system should be built with a modular
architecture, enabling developers to update, replace, or add new features without
affecting other parts of the system.

Logging and Monitoring: The system should have robust logging and
monitoring mechanisms to quickly identify performance bottlenecks, security
breaches, or other issues in the production environment.



Continuous Integration/Continuous Deployment (CI/CD): Implement a
CI/CD pipeline for streamlined updates and bug fixes. The system should
support frequent updates and feature releases with minimal downtime.

Documentation: Comprehensive documentation should be maintained for both
users and developers to ensure the system is easily understood, updated, and
debugged.

7. Appendices

The appendices section includes supplementary material that provides
additional context or detailed technical information that supports the Software
Requirements Specification (SRS). This section may include diagrams, charts,
data flow diagrams (DFDs), wireframes, detailed technical specifications, or
references to external documents. These materials help clarify or expand upon
the information presented in the main body of the SRS.

Appendix A: Diagrams and Flowcharts

System Architecture Diagram: A high-level diagram showing the interaction
between the system components, such as the front-end application, back-end
server, APIs, and external services.

Data Flow Diagram (DFD): A diagram that shows how data flows through the
system, from user input to the backend, highlighting processes, data stores, and
external entities.

Entity-Relationship Diagram (ERD): A diagram showing the relationships
between different entities in the system’s database, such as users, bus routes,
stops, and tracking information.



6. OTHER NON-FUNCTIONAL REQUIREMENTS

Non-functional requirements describe the system's characteristics and behaviors
that affect its performance, user experience, and compliance. These
requirements are crucial to ensuring that the system is not only functional but
also meets user expectations, legal standards, and technical constraints.

1. Legal and Regulatory Requirements

Privacy Laws: The system must comply with data protection regulations, such
as GDPR (General Data Protection Regulation) for users in Europe or CCPA
(California Consumer Privacy Act) for users in California, ensuring that user
data is collected, stored, and processed securely and with user consent.

Accessibility Standards: The system must meet WCAG (Web Content
Accessibility Guidelines) for users with disabilities, providing accessible
features such as screen reader compatibility, high contrast, text resizing, and
alternative input methods.

Transportation Regulations: Compliance with local transportation laws and
regulations regarding the usage of GPS tracking data, privacy of passenger
information, and public transportation standards.

2. Usability

User Experience (UX): The system must be designed with the end-user in
mind, ensuring an intuitive and seamless experience. This includes clear
navigation, simple user flows, and minimalistic design that reduces cognitive
load.

Ease of Use: The app or website should be easy to understand and use for all
user groups, including tech-savvy and non-tech-savvy individuals. Key actions,
such as tracking buses and checking routes, should require minimal steps.



Multi-Platform Compatibility: The system should be accessible via mobile
apps (iOS/Android) and web browsers, providing a consistent and responsive
experience across devices.

Localization: The app should offer language options, adjusting to the language
preferences of users from different regions.

3. Data Management

Data Storage: All data, including user preferences, bus routes, schedules, and
GPS data, should be stored in a reliable and scalable database (e.g., MySQL,
PostgreSQL, or NoSQL).

Backup and Recovery: The system should implement regular automated
backups of critical data to prevent loss due to system failures. Backup
frequency should be at least daily.

Data Retention: The system should define data retention policies, ensuring that
personal data is not kept longer than necessary and that old data is deleted or
anonymized according to the privacy policy.

Data Integrity: Ensure that all data, especially real-time bus location
information, is accurate, up-to-date, and validated to maintain system reliability.

4. Environment

Cloud Services: The system should be hosted on a reliable and scalable cloud
platform (e.g., AWS, Google Cloud, or Microsoft Azure) to ensure high
availability, redundancy, and easy scalability.

Operating Systems: The system should be compatible with major operating
systems. For mobile apps, it should support iOS (version 12.0 and above) and
Android (version 8.0 and above). For web apps, it should support all major
browsers (Chrome, Firefox, Safari, Edge) and their latest stable versions.

Third-Party Services: The system should integrate with third-party services
like Google Maps for mapping, Firebase for push notifications, and external
transit APIs for real-time bus data. Each service should comply with the
system’s security and performance standards.



APPENDIX B: WIREFRAMES

UI Mockups: Screenshots or sketches of the user interface design,
demonstrating how the app or website will look and how users will interact with
it. This may include:

Home screen layout

Bus tracking screen

Route details screen

Notifications settings screen

Appendix C: Technical Specifications

Database Schema: A detailed description of the database structure, including
tables, fields, and relationships between data entities. This section may also
include sample SQL queries.

API Specifications: Detailed documentation of the APIs the system will use or
expose, including endpoint URLs, request methods, expected responses, and
error codes.

Appendix D: Third-Party Tools and Libraries

External APIs: A list of third-party APIs the system will integrate with, such as
real-time bus tracking APIs, mapping services (Google Maps, OpenStreetMap),
and notification services (Firebase).

Libraries and Frameworks: A list of libraries, frameworks, and development
tools (e.g., React, Node.js, Google Maps API) used to develop the system.

Appendix E: Glossary

Terminology: A list of key terms and definitions used throughout the SRS
document, such as "bus route," "real-time tracking," and "push notifications."

These appendices serve as additional resources for those involved in the project
(e.g., developers, project managers, and stakeholders) to fully understand the
technical details and design decisions behind the system


